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Abstract—Due to the architectural design, process variations
and aging, individual cores in many-core systems exhibit het-
erogeneous performance. In many-core systems, a commonly
adopted soft error mitigation technique is Redundant Multi-
threading (RMT) that achieves error detection and recovery
through redundant thread execution on different cores for an
application. However, task mapping and the task execution mode
(i.e. whether a task executes in a reliable mode with RMT
or unreliable mode without RMT) need to be considered for
achieving resource-efficient reliability. This paper explores how to
efficiently assign the tasks onto different cores with heterogeneous
performance properties and determine the execution modes of
tasks in order to achieve high reliability and satisfy the tolerance
of timeliness. We demonstrate that the task mapping problem
under heterogeneous performance can be solved by employing
Hungarian Algorithm as subroutine to efficiently assign the tasks
onto the cores to optimize the system reliability with polynomial
time complexity. To obtain the efficient task execution modes, we
also propose an iterative mode adaptation technique and guar-
antee the tolerable timing constraint. Our results illustrate that
compared to state-of-the-art, the proposed approaches achieve up
to 80% reliability improvement (on average 20%) under different
scenarios of chip frequency variation maps.

I. INTRODUCTION

Continuous technology scaling has led to multiple reliability
threats like soft errors, aging, and process variations [1–4].
Soft errors are transient faults in the underlying hardware
due to high-energy particle strikes, which can corrupt the
correct application execution state [1]. Most of the hardware
or software-level soft error mitigation techniques primarily
rely on full-scale redundancy [2]. At the hardware level,
vulnerability-aware adaptation of DMR (dual modular re-
dundancy) and TMR (triple modular redundancy) have been
conducted by exploiting extra hardware circuitry [3, 5]. How-
ever, these techniques inevitably incur significant area/power
overhead, which may not be feasible under the stringent
design constraints of embedded systems. At the software level,
several techniques have been proposed as well: Reliability-
driven transformation/compilation techniques [6, 7], selective
instruction redundancy [8, 9], and timeliness-aware fault-
tolerance [10].

Since modern mainstream processors are typically multi-
cores [11–14]1, exploiting idle cores for task redundancy

1Commercial examples are: Tilera chip with 100 cores [15], Intel’s Xeon
Phi [16] and SCC [17], Nvidia GPUs with 1024 processing elements [18].
Due to increasing core integration, emerging on-chip systems are envisaged
to contain 1000s of cores (according to the ITRS prediction: approximately
1500 cores by 2020 and > 5000 cores in 2026) [19].

provides additional means for soft error mitigation. State-of-
the-art techniques like [20–22] exploit idle cores to enable
spatial and temporal redundancy. In particular, the Redundant
Multithreading (RMT) techniques, like Intel’s CRT – Chip-
level Redundant Threading technology [23], execute redundant
copies of a given task on different cores in parallel and
perform error detection/recovery using comparison/voting on
the threads’ outputs. However, in modern many-core systems,
the individual cores may exhibit different frequencies due to
process variations [24], aging effects [25], and performance
heterogeneous (micro-)architecture designs [26].

For instance, process variations may lead to significant
frequency variations (e.g., up to 30% [24]). Process variations
result from manufacturing-induced variability and impreci-
sion, and manifest as chip-to-chip and core-to-core frequency
variations. The impact of the process variation aggravates
with scaling technology because, precisely manufacturing with
reduced dimensions is very difficult [2]. Therefore, this has
been envisaged as a critical reliability threat by industry [2, 27]
and various research groups [28, 29].
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Fig. 1: Core-to-core variation [30].

Fig. 1 illustrates
the core-to-core fre-
quency variations of
28% at 1.2V and
59% at 0.8V for an
Intel’s 80-core test
chip [30]. Aging fur-
ther aggravates this
issue by inducing fre-
quency degradation at
run-time.

To resolve such issues, guardbanding, voltage/frequency
assignment and task scheduling at software level can be
applied [31]. Typically, at design time, one of the standard
industrial practices is to provide sufficient timing guardbands.
However, this may lead to a significant frequency drop by
a factor of ∆f (> 20% over its lifetime) [2, 32, 33]. 2 To
alleviate this performance loss, current research trends try to
relax these timing guardbands and salvage performance by
exploiting the inherent resilience to such variability or by
sophisticated run-time systems [28].

Another source of performance heterogeneity is iso-ISA

2According to [33–35], current processors typically incorporate guardbands
for a device lifetime of 7− 10 years considering both process variations and
aging.
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performance-heterogeneous cores. That is, the architectural
designer may integrate cores with different microarchitec-
ture but having the same instruction set architecture (ISA).
This results in diverse performance/power properties, i.e.,
different cores exhibit different frequencies in the system to
accommodate the performance requirement with tolerable chip
temperature or power consumption. Prominent examples are
ARM big.LITTLE architecture [26] and Kumar et al. [36].

When applying the above-discussed state-of-the-art tech-
niques under multiple reliability threats (i.e., soft errors, aging
and process variations), these techniques may not be able to
perform at their full effectiveness. The interplay of multiple
reliability threats and performance heterogeneity introduces
non-trivial challenges for dependable execution, since any
approach which solely considers one specific aspect cannot
guarantee effectiveness under the other threats.

The goal of this paper is to achieve resource-efficient
soft-error resilient application execution in many-core sys-
tems under core-to-core frequency variations. The potential
applications may have competing scenarios of concurrently
executing, e.g., image recognition, data encryption, and secure
video conferences, in which various thread instances have to
process different sets of data. The key objective is to allocate
the tasks by using RMT to improve the overall dependability,
with respect to both timing and functional correctness while
also accounting for application tasks with multiple compiled
versions. Such multiple compiled versions with varying execu-
tion time and soft error vulnerabilities can be generated using
reliability-aware compilers like [37], [7], and [38] exhibiting
diverse performance and reliability properties. By adopting
multiple compiled versions, redundant thread executions, and
different frequencies of cores, we are able to fully utilize the
reliability optimization space at both software and hardware-
levels while exploring different area, execution time, and
achieved reliability tradeoffs. The timeliness can be defined
as the tolerated deadline miss rate, which is typically adopted
as the quality of service (QoS) metric in many practical real-
time applications.

In our previous work dTune [39], we have adopted a greedy
mapping of reliability-critical tasks onto high-frequency cores.
However, such an approach lacks effectiveness as the amount
of high-frequency cores is limited. Besides the benefit of exe-
cuting on high-frequency cores, the reliability degradation by
executing on low-frequency cores also needs to be considered
for all tasks at the same time. As shown in our motivational
example (see Section II-B), there may be scenarios where
assigning the reliability-critical task to the fastest core is not
reliability-wise beneficial, since the timeliness of the overall
system also needs to be satisfied. As far as we know, dTune is
the first approach adopting variation and aging aware RMT
with reliability-aware task mapping in many-core systems.
Comparing to reliability-aware task mapping works [40, 41],
we consider the system reliability to be affected by the tasks’
vulnerabilities and the frequencies of cores instead of the
system life-time.

To achieve high reliability and timeliness on many-cores,
in this paper we introduce reliability-driven task mapping
means which involves the determination of the task execution
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Fig. 2: Overview of our technique, illustrating interactions
between different contributions for dependable application
execution.

modes, i.e., task execution with or without RMT, and task
allocation decisions, i.e., mapping the (redundant) tasks on
many-cores with heterogeneous performance characteristics.
Fig. 2 illustrates an overview of our novel contributions,
detailed as follows:
• We show that our studied problem can be reduced to

the minimum weight perfect bipartite matching problem
under two assumptions: 1) the execution modes are given,
and 2) all the tasks are without communication latency. A
well-known approach called Hungarian Algorithm can be
applied to find out an optimal solution, when all execution
modes are homogeneous. We show the optimality of the
approach for heterogeneous cases if the reliability penalty
of RMT task is negligible (See Section III).

• If the execution modes are not given, we propose an
iterative mode adaptation as a heuristic in combination
with the proposed task mapping approaches, such that
the execution mode of tasks can be determined under the
polynominal time complexity (See Section IV).

• We also present how to adopt a deterministic routing
algorithm, e.g., XY routing, to estimate the upper bound
of communication overhead on a common topology 2-
Dimension mesh, which can be utilized in our proposed
approaches (See Section V).

• To show the effectiveness of the proposed approaches, we
compare to the existing dTune [39] as the state-of-the-art
for different execution scenarios under various process
variation maps on 8× 8 cores (See Section VI).

II. PROBLEM DEFINITION

A. System Model

Hardware Architecture and Performance Variations:
We consider a many-core processor C = {c1, c2, ..., cM} with
M ISA-compatible RISC cores, which only has single thread
per core. Each core ci has its own instruction and data cache to
execute tasks. Due to the performance variance, e.g., process
variations [2, 42–44] and architectural design, each core ci
has its own frequency, denoted as fi. For notational brevity,
we index the M cores by a non-decreasing order of current
frequencies, i.e., fmax = f1 ≥ f2 . . . ≥ fM = fmin.

Redundant Multithreading (RMT): We consider RMT is
provided by Chip-level Redundant Multithreading (CRT) [23],
which executes the redundant threads of tasks in parallel
on different cores, and activates Triple Modular Redundancy

2
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(TMR) mode [5] for soft-error detection and recovery. In this
paper, we only take TMR-based RMT into consideration, since
the overhead of voting mechanism is negligible compared to
the task’s total re-execution time in a DMR-based rollback.

Application Model: Consider that an application is given
as a task graph G =(Γ,E), where Γ is a set of N nodes
representing tasks, such that Γ = {τ1, τ2, ..., τN}. E is the
set of edges denoting task dependencies: E = {exy|(τx, τy)}.
Each task τi has Ki task versions: τi = {τi,1, τi,2, ..., τi,Ki}
generated by the reliability-aware compilation [7, 8]. Each task
τi has its own relative deadline Di for its all versions. Due to
the performance heterogeneity among the cores, the execution
time of task version τi,k depends on the core it is assigned to.
We assume the given mapping function Ci,k,m(e) denotes the
continuous cumulative distribution function of execution time,
in which the execution time of version τi,k is less than or
equal to e when it is executed on core cm. With this mapping
function, the deadline miss rate for a version τi,k on core cm
can be estimated as Eq.(1).

Pdm(τi,k, cm) = 1− Ci,k,m(Di) (1)

In addition, the expected execution time of task version
τi,k with the frequency of core cm is assumed to be given
as E(τi,k,cm), which can be calculated by the continuous
cumulative distribution function Ci,k,m(e) readily. For the
guarantee of timeliness, we assume that the set of tolerable
rate of deadline miss ρΓ = {ρ1, ρ2, . . . , ρi} can be given as
a hard constraint. Each task must be guaranteed to have the
probability of deadline miss rate lower than tolerable miss rate
ρi. According to Eq.(1), we consider version τi,k is feasible on
core cm, if it’s deadline miss rate Pdm(τi,k, cm) is not greater
than the given miss rate constraint ρi, i.e. Pdm(τi,k, cm) ≤ ρi,
in which 1 ≤ k ≤ Ki. If there is a task mapping that all
the tasks meet their tolerable miss rates with their feasible
versions, we consider it as a feasible solution.

Quantification of Task Reliability: To quantify the task
reliability, we assume a mapping function φ(τi,k, cm) can
be given that indicates the reliability penalty of task version
τi,k on core cm. In this paper, we set this reliability penalty
function as the probability that a fault during the execution of
version τi,k leads to a visible error when executing on core cm,
with the probability of failure for each instruction estimated
using the so-called Instruction Vulnerability Index [7, 45].
As the task vulnerability can be characterized/estimated by
the composition of the instructions, the task version which
has the lower vulnerability is assumed to provide a better
reliability penalty than the one with the higher vulnerability
on the same core. Conversely, as we can expect that transient
faults may happen more within the longer execution time, for
the same task version τi,k, executing on a higher frequency
core is assumed to have a better/lower reliability penalty than
executing on the lower one. This penalty function can be
set to any possible reliability penalty index as defined in the
work [39].

To quantify the overall dependability, in this paper the
objective function is defined in the following:

Definition 1: The overall reliability penalty of task set Γ,
denoted by φΓ, is the summation penalty of tasks given by

C1

C2

C3

Suspend 

C1

C2

C4

Deadline MissVoting

Fig. 3: Example of TMR-based RMT. As the voter has to wait
for the slowest thread, the task has potential to miss deadline
on the low frequency core, where f1 > f2 > f3 >> f4.

φΓ =
∑
τi∈Γ φ(τi,k, cm) under the miss rate constraint ρ,

where φ(τi,k, cm) is the reliability penalty of task version τi,k
executing on core cm.

Task Execution Modes: Each task τi has an execution
mode denoted by λi = {NR,TMR}, where NR denotes that
task τi is executed without RMT; TMR denotes TMR-based
RMT is activated for task τi. To execute a task in TMR-based
RMT, the task requires three cores to provide the majority-
voting mechanism. Let Gi be a subset of C. If Gi has three
elements, it is eligible for the task with TMR-based RMT,
which is called the core group for brevity. For the task set Γ,
we use a vector ~λ = (λ1, λ2, ..., λN ) to denote the execution
decision of tasks. δ~λ denotes the demand of cores for satisfying
all the tasks in ~λ, which is equal to the number of NR tasks
plus three times the number of TMR tasks. For simplicity,
ΓTMR and ΓNR denote the set of tasks which are executed
in TMR mode or NR mode, respectively.

Observation of TMR-based RMT: Due to the advantage
of majority-voting, the reliability penalty of TMR-based RMT
task τi with version τi,k on core cm can be assumed to be a
negligible value ε, i.e., φ(τi,k, cm) = ε, where ε ≥ 0. However,
the majority-voting mechanism has to wait for all redundant
threads completing their jobs. As shown in Fig. 3, we can
observe that the fact that the slowest thread on core C3 will
dominate the execution time of task. If the redundant thread
on core C3 spends too much execution time, it may lead to
the violation of deadline constraint. Therefore, we can safely
estimate the execution time of task in RMT mode by the
execution time of its redundant thread on the lowest-frequency
core of assigned core group.

B. Motivational Example

In this subsection, we provide a motivational example to
explain why the greedy mapping is not good enough for the
task mapping. For simplicity, we only present the motivational
example for tasks by single version with given execution
modes. Suppose that we are given three tasks, i.e., τ1, τ2,
and τ3. Task τ1 has TMR-based RMT requirement but the
others have no redundancy. Five cores are sorted by their
frequencies beforehand. Now we consider the task mapping
problem to allocate the cores to three tasks for minimizing
the total penalty, where the reliability penalty of tasks on each
core are defined in Table Ia. As shown in Fig. 3, the penalty
value of Table Ia for τ1 depends on the frequency of lowest-
frequency core in the assigned core group. Please note, we
denote the penalty value as∞ to show the infeasible mapping

3
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Penalty value c1 c2 c3 c4 c5
TMR− τ1 ε ε ε ε ∞
NR− τ2 0.10 0.15 0.20 0.25 0.30
NR− τ3 0.24 0.26 0.28 0.30 0.32

(a) Tasks reliability penalty on each core

Mappings Total penalty
τ1 → TMR(c3, c4, c5), τ2 → NR(c2), τ3 → NR(c1) ∞
τ1 → TMR(c1, c2, c3), τ2 → NR(c5), τ3 → NR(c4) 0.6
τ1 → TMR(c2, c3, c4), τ2 → NR(c5), τ3 → NR(c1) 0.54
τ1 → TMR(c2, c3, c4), τ2 → NR(c1), τ3 → NR(c5) 0.42

(b) The possible mappings and the total penalty

TABLE I: Individual penalty value and the possible mappings.

that violates the tolerance of deadline miss rate. With the
above setting, there are four visible assignments with different
penalty value as illustrated in Table Ib.

In the above example, we can check all the possible map-
pings to obtain the optimal result that will be 0.42 while the
miss rate constraint is not violated. In this example, τ1 cannot
adopt core c5 for RMT activation, since the tolerable miss rate
will be violated. By using the greedy mapping to assign the
tasks and cores, the total penalty of mappings is 0.6. RMT-
activated task τ1 uses core group {c1, c2, c3} for the minimal
communication overhead, and the reliability-wise critical task,
i.e., τ3, acquires the higher-frequency core c4 among the rest
of cores. Moreover, if the allocation of TMR-based RMT task
τ1 is not assigned properly, the total penalty of mappings may
be even worse in this example, i.e. ∞.

In the above example, we can observe that the greedy
mapping strategy is not good enough, since the reliability-
wise critical task is a suboptimal choice without considering
the total benefit of system. Moreover, the miss rate constraint
for each task should be considered to ensure the feasibility of
task mapping as well. As a consequence, it is clear that such
a task mapping problem requires better strategies, whereas
the straightforward exhaustive search is obviously not feasible
in practice with the expected high time complexity. It is not
difficult to see that, if the reliability penalty of task increases
non-linearly, it may lead to a result which is even worse than
the proportional setting of this example.

C. Problem Definition

As shown in the motivational example, even if all the tasks
have a single version, the task mapping problem still requires a
comprehensive strategy for the heterogeneity of reliability and
performance, in which some tasks are prohibited to execute
on the low-frequency cores due to their deadline miss rate
constraints. With the limited amount of redundant cores, we
have to consider how to decide the execution modes for each
task, i.e., NR or RMT, as different sets of execution modes
may lead to different inputs for task mapping problem.

Assume we are given a many-core processor C with M ISA-
compatible homogeneous RISC cores, and a set of tasks Γ with
multiple versions. Without loss of generality, the number of
cores M must be greater than or equal to the number of tasks
N . The studied problem can be divided into two sub-problems:

• Task Mapping: Given the execution modes ~λ and the
tolerable miss rate constraints ρΓ, we consider how to
select the executing version τi,k and allocate the cores
with corresponding frequency for each task τi, so that
the overall reliability penalty φΓ is minimized. For this
sub-problem, we classify the given execution modes into
two classes and propose two algorithms to minimize the
overall reliability penalty in Section III.

• Execution Modes Adaptation: The objective is to de-
termine the task execution modes ~λ without violating
the deadline miss rate. Without checking all the com-
binations, we propose an iterative mode adaptation to
efficiently determine the execution modes of tasks with
our mapping approaches so that the overall reliability
penalty is minimized (See Section IV).

For the simplicity of presentation, the above approaches are
presented with the assumption that there is no data dependen-
cies and communication among the tasks. After addressing
the studied problem ideally, we consider how to enhance our
system model to incorporate the overhead of execution time
for the data dependencies and communication in Section V.

D. Preprocessing for Version Selection

In terms of task, the assigned core(s) and the executing
version both have impacts on the reliability penalty and the
deadline miss rate. Moreover, different execution modes will
lead to different requirement of executing versions in terms
of reliability. Suppose τi does not need TMR-based RMT
and is assigned on core cm, the best version of task should
be a specific version with the minimal φ(τi,j , cm) while
satisfying the tolerable miss rate ρi. In contrast, assume that
τi requires TMR-based RMT and the lowest frequency core in
the assigned core group is cm. Due to the negligible penalty of
TMR-based RMT, the best version of task τ ′i,j,m should be a
performance-wise best version without violating the miss rate
constraint ρi on core cm.

Although we know the best versions of tasks depend upon
their execution scenarios, which include the frequencies of
assigned cores, the constraint of miss rates, and the vulnera-
bility of tasks, however, we can identify the best task version
for each core beforehand to mitigate the complexity of studied
problem. In case if no task version can satisfy the miss rate
constraint on core cm, we know that it is not feasible to run
the task on core cm. As a result, we can build up a reference
table ψ and record all the corresponding best versions τ ′i,j,m
in each entry ψ(τi, cm) as Eq.(2).

τ ′i,j,m = arg1≤j≤Ki

{
minφ(τi,j , cm) if λi is NR
minE(τi,j,cm) if λi is TMR , (2)

in which the miss rate ρi should be satisfied, i.e.,
Pdm(τi,j , cm) ≤ ρi. If τi executes on core cm without RMT,
we evaluate the penalty of each version τi,j and pick the
version with the minimal reliability penalty φ(τi,j , cm). If τi
requires TMR-based RMT, the performance-wise best version
will be selected for increasing the resilience while meeting
deadline. If there is no feasible version to select, we fill the
entry with infinite reliability penalty to present the infeasibility.

4
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III. TASK MAPPING PROBLEM

In this section, we present the idea of our task mapping
approaches under the assumption that the execution modes for
all the tasks are already known beforehand, i.e., ~λ is given.
For simplicity of presentation, we assume a set of independent
tasks. With given execution modes, the task mapping problems
can be classified to two different cases, i.e. Homogeneous
Execution Modes and Heterogeneous Execution Modes.

A. Homogeneous Execution Modes

In this subsection, we show that Hungarian Algorithm [46]
can be the subroutine of our approach to solve the case that
all the tasks require a homogeneous execution mode in time
complexity O(N3). There exists two cases: either all the tasks
are executed by TMR-based RMT mode, or none of them
requires RMT. We will focus on the former case, and explain
how to cope with the latter case at the end of this section.

For the sake of completeness, we link both cases to the well-
known minimum weight perfect bipartite matching problem
(MWPBM). In the MWPBM problem, there is a bipartite
graph G = (V,E) with two disjoint subsets X ⊆ V and Y ⊆ V,
where E is the set of edges between X and Y. Each edge e in
E is associated with a weight w(e). The MWPBM problem
is to find out a perfect matching of maximum weight where
the weight of matching M is given by w(M) =

∑
e∈M w(e).

We use the terms X, Y, and w(M) to refer to the MWPBM
problem; the terms C, Γ, and φΓ to refer to our problem,
where φΓ =

∑
τi∈Γ φ(τi,k, cm). For the rest of this paper, the

way we use the bipartite graph is defined as the following:
Definition 2: To build bipartite graph G = (V,E), we take

the tasks as the nodes in subset X, and the cores as the nodes
in subset Y, in which X ∪ Y = V, and X ∩ Y = ∅. With
version selection table ψ, each weight of edge e ∈ E can be
referred to a corresponding entry ψ(τi, cm) which connects
two specific nodes, i.e., τi in X and cm in Y.

RMT Execution for All Tasks: In this case, each task
needs three cores to execute TMR-based RMT mode. Al-
though all the tasks have the same demanded number of cores
for the redundancy, the way we group and assign the cores will
affect their deadline miss rate. According to the observation
on TMR-based RMT, we know that the execution time of each
task in TMR-based RMT mode relies on the lowest frequency
core in its assigned core group. Therefore, to increase the
feasibility of core grouping for the following task mapping
procedure, an optimal grouping of cores should have the max-
imal summation of frequencies from each lowest frequency
cores among all the groups. The following theorem shows
that the optimal core grouping can be obtained by grouping
every three cores {ci, ci+1, ci+2} ,∀i = 1, 4, 7, . . . , (δ~λ − 2)
consecutively.

Theorem 1: Given a set of cores C with variation,
grouping every three adjacent cores {ci, ci+1, ci+2} ,∀i =
1, 4, 7, . . . , (δ~λ − 2) may obtain the optimal grouping which
has the maximal summation of frequencies from each lowest
frequency cores among all the groups.

Proof: First of all, it is not difficult to see that the first δ~λ
high-frequency cores are definitely used in an optimal solution
and formed into N groups, in which each group has 3 cores.
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c6#

c8#

(b)#

or#

G’
1# G’

2# G’
3# G’

1# G’
2# G’

3# G*
1# G*

2# G*
3#

Fig. 4: Example of two swapping scenarios in case 1 in the
proof of Theorem 1. In this example, ci is c7, cj is c8, and ck
is c9. After swapping, the frequencies of cores are increased
from f7 + f8 + f9 to f3 + f8 + f9.

Suppose that there is an optimal grouping solution, in which
c1 is in group G′1, c2 is in group G′2, and c3 is in group G′3.
We only consider the case that G′1 6= G′2 6= G′3, as the other
cases are simpler than this case. Let ci, cj , ck be the lowest-
frequency cores in each of these three groups. Without loss
of generality, we index these three cores such that i < j < k,
in which i ≥ 4 by definition. Therefore, ck can be in any
of the three groups in this index rule and the summation of
frequencies among these groups is fi + fj + fk.

Now, we (1) swap c2 in G′2 and the second fast core in group
G′1 and (2) swap c3 in G′3 and the lowest-frequency core in
group G′1. These three groups now are called G∗1,G∗2,G∗3. The
lowest-frequency core in G∗1 is c3, which does not have lower
frequency than the ci. Moreover, after swapping, either the
lowest-frequency core in G∗2, or the lowest-frequency core in
G∗3 is core ck. So, there are two cases:
• Case 1: lowest-frequency core in G∗2 is ck: This implies

that the lowest-frequency core of G′2 is also ck, due to
the fact that the swapping procedure does not change the
lowest-frequency core in group G′2. If core ci is in G′3 and
core cj is in G′1, then after swapping the lowest-frequency
core of G∗3 is cj . Similarly, if core ci is in G′1 and core cj
is in G′3, then after swapping the lowest-frequency core
of G∗3 remains as cj . We illustrate these two scenarios in
Fig. 4, where the first and second scenarios of the three
groups G′1,G′2,G′3 are in Fig. 4a and Fig. 4b, respectively.
Therefore, for such a case, we show that the lowest-
frequency core in G∗3 is cj .

• Case 2: lowest-frequency core in G∗3 is ck: For such a
case, with the similar procedure as in Case 1, we can
show that the lowest-frequency core in G∗2 is cj .

As a result, the grouping G∗1,G∗2,G∗3 has higher total frequency
(with respect to the lowest-frequency cores in the three groups)
where f3 +fj+fk < fi+fj+fk and G∗1 = {c1, c2, c3}. If we
continue swapping, we can eliminate all differences between
the grouping G′1,G′2,G′3 and the consecutive core grouping
{ci, ci+1, ci+2} ,∀i = 1, 4, 7, . . . , (δ~λ − 2) without decreasing
the total frequency of the solution. Therefore, we reach the
conclusion.

Based on Theorem 1, the task mapping problem can be
transformed to be equivalent to the MWBPM problem with N
tasks and N groups, {ci, ci+1, ci+2} ,∀i = 1, 4, 7, . . . , (3N −
2). Therefore, we can construct the corresponding bipartite
graph and adopt Hungarian Algorithm as the subroutine to
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Algorithm 1 Homogeneous Execution Modes

Input: set of tasks Γ; vector ~λ with execution modes for tasks, ∀λi ∈ {NR, TMR};
set of cores C; best versions table ψ;

Output: Mapping M with the set of selected versions;
1: List∗c ← ∅;
2: if All execution modes are TMR then
3: for cj ∈ C, j ← 1, 4, . . . , δ~λ−2

do
4: //Assign the core grouping by Theorem 1
5: List∗c ∪ Gj =

{
cj , c(j+1), c(j+2)

}
;

6: end for
7: else if All execution modes are NR then
8: List∗c ← C.head(δ~λ);
9: end if

10: G ← build Bipartite Graph with Γ, List∗c , and ψ;
11: M← find the mapping by HungarianAlgorithm(G);
12: if φΓ is ∞ then
13: return FAIL

14: end if

find an optimal assignment with the minimal overall reliabil-
ity penalty while all the miss rate constraints are satisfied.
According to the preprocessing, we can ensure that if a task
is not feasible to execute on a certain core, the value of
corresponding entry in table φ must be infinity. With the above
setting, it is clear that if φΓ is infinity, there is no feasible
assignment with such an input set of tasks Γ and cores C.
Up to here, it should be also clear how to handle the case
when none of the tasks require RMT execution. That is also a
perfect matching problem by assigning N tasks to N cores.

As a result, we summarize our approaches as Algorithm 1
to comprehensively handle both cases (all tasks are protected
under TMR-based RMT or none of the tasks are protected). If
the tasks require the RMT execution, we prepare a core group
list List∗c to record the cores for each group with the optimal
grouping of cores by Theorem 1 (line 5). If none of the tasks
require RMT execution, we choose the first δ~λ cores from C
and record in List∗c (line 8). Then, the corresponding bipartite
graph G can be constructed by Γ, List∗c , and ψ by Def. 2.
With the bipartite graph G, we can find the minimum weight
bipartite perfect matching and assign the tasks and cores with
mapping M by Hungarian Algorithm and the bipartite graph
including the information of possible mappings (line 11). In
particular, if the total weight of mapping is infinity, we know
that there is no feasible assignment to satisfy the miss rate
constraint (lines 12-14).

According to the perfect matching property, preprocessing,
and definition of G, we can ensure that Algorithm 1 will deliver
a feasible mapping M for tasks and cores, where each core
only appears once in a specific core group while the miss rate
constraint is satisfied. The time complexity is dominated by
Hungarian Algorithm with 2N nodes, i.e. O(N3).

B. Heterogeneous Execution Modes

In this subsection, we consider the task mapping problem
with arbitrary ~λi as the heterogeneous execution modes. For
such a case, the approach in Section III-A by reducing the
assignment problem to the MWPBM problem is no longer
applicable, since the bipartite graph cannot be built due to
the unknown properties of core grouping in optimal solutions.

However, we observe that it is beneficial to assign the cores
of TMR-based RMT tasks before NR tasks, as the TMR-based

RMT tasks are fully protected with a negligible reliability
penalty ε. No matter which cores are assigned to TMR-based
RMT tasks, their reliability penalty is always negligible. In
order to supply more resilient cores in terms of performance
for the NR tasks, the frequencies of assigned cores for TMR-
based RMT tasks should be as low as possible. Therefore,
we propose our approach for this heterogeneous case, which
consists of two parts: assigning TMR-based RMT tasks and
assigning NR tasks. Algorithm 2 presents the pseudo code
for the two portions of tasks assignment with heterogeneous
execution modes.

Assigning TMR-based RMT tasks: First of all, si de-
notes the resilience of TMR-based RMT task by the lowest
acceptable core frequency of task τi as Eq.(3) (line 4 in
Algorithm 2)

si = arg1≤j≤ δ~λ
{ψ(τi, cj) 6=∞, and ψ(τi, cj+1) =∞} ,

(3)
where ψ(τi, cδ~λ+1) is set to a dummy version with ∞ penalty
for notational brevity. To maximize the number of tasks
satisfying their deadline, the assignment of TMR-based RMT
tasks should start from the most resilient task, which accepts
the lowest frequency core among all the redundant cores.

To find out the most resilient tasks, we sort all the TMR-
based RMT tasks by a non-increasing order of csi ’s speed,
and re-index them by the sorted list, in which ties are broken
arbitrarily (line 6). The assigning procedure starts from the
most resilient task τk, which has the maximum index sk
of cores in C, with the lowest-frequency group Gk, where
Gk = {csk−2, csk−1, csk |sk ≥ 3} (line 8). Then, we exclude
the cores of Gk from C and consider the next resilience-
wise task τk−1 (line 9). For task τi, si should be the lowest
frequency core among the rest of cores, if the original si is
assigned to the task already (lines 11-13). By repeating the
above procedure, the frequencies of assigned cores will be as
low as possible which satisfies the minimal requirement of
core frequency for each TMR-based RMT task.

Assigning NR tasks: After assigning the TMR-based
RMT tasks, the rest of cores and NR tasks can be transformed
to MWPBM problem as Section III-A. As a result, we can
make a bipartite graph G (line 18) by Def. 2 and finish a
perfect matching M by Hungarian Algorithm with the minimal
φΓ as the optimal result (line 19). If the procedure cannot
find a feasible mapping, the algorithm returns that there is
no feasible solution (lines 20-22). With the TMR-based RMT
tasks assignment and the perfect matching property, we can
ensure that the mapping assignment M derived by Algorithm 2
is feasible for tasks and cores, where each core is only assigned
to one unique task while all the miss rate constraints in ρΓ are
satisfied. The time complexity is similar as Algorithm 1, which
is dominated by the Hungarian Algorithm, i.e., O(N3).

The solution derived from Algorithm 2 can be proved to be
optimal in terms of overall reliability penalty if there exists a
feasible solution for the input. If we try to handle TMR and
NR tasks concurrently, there is no efficient way to decide the
core grouping beforehand. However, as the reliability penalty
of TMR tasks are negligible, we can reach the optimality as
shown in the following theorem.
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Algorithm 2 Heterogeneous Execution Modes

Input: set of tasks Γ; vector ~λ with execution modes for tasks, ∀λi ∈ {NR, TMR};
set of cores C; best versions table ψ;

Output: Mapping M with the set of selected versions;
1: //Assigning TMR tasks
2: List∗c ← C; ListL ← ΓTMR;
3: for each τi ∈ ListL do
4: find out si based on Eq.(3);
5: end for
6: sort ListL by si and re-index them;
7: //τk has the maximum index as sk
8: M← assign Gk =

{
c(sk−2), c(sk−1), csk |sk ≥ 3

}
to τk;

9: remove the cores of Gk from List∗c ;
10: for each τi ∈ ListL, i = (k − 1), (k − 2), . . . , 1 do
11: if si > s(i+1) − 3 then
12: si ← s(i+1) − 3;
13: end if
14: M← assign τi with Gi =

{
c(si−2), c(si−1), csi

}
;

15: remove the cores of Gi from List∗c ;
16: end for
17: //Assigning NR tasks
18: G ← build Bipartite Graph with ΓNR, List∗c , and ψ;
19: M← find the mapping by HungarianAlgorithm(G);
20: if φΓ is ∞ then
21: return FAIL;

22: end if

Theorem 2: Given a set of cores C, a set of tasks Γ,
heterogeneous execution modes of tasks ~λ, and tolerable
deadline miss rates ρΓ. Algorithm 2 provides a feasible task
mapping with the minimal overall reliability penalty under
heterogeneous execution modes ~λ.

Proof: As the reliability penalty of TMR-based RMT is
a negligible value ε in our model, the overall reliability φΓ

under heterogeneous execution modes can be reformulated
from Def. 1 to:

φΓ =
∑

τi∈ΓNR

φ(τi,k, cm), cm ∈ C. (4)

According to Eq.4, we can observe that the overall reliability
φΓ fully relies on the frequencies of assigned cores for NR
tasks, if all TMR-based RMT tasks are feasible to execute with
their assigned cores. Therefore, we know that the delivered
task mapping will be an optimal mapping if the assigned cores
of NR tasks have the maximal summation of frequencies to
obtain the minimal overall reliability penalty.

As the candidate cores for NR tasks are the remaining cores
after mapping the TMR-based RMT tasks, the assigned cores
for TMR-based RMT tasks must have the lowest summation
frequencies (for those lowest frequency cores in each group) to
let the remaining cores have the maximal summation frequen-
cies. The core grouping in Algorithm 2 groups every three
adjacent low-frequency cores, which guarantees the optimal
feasibility for TMR-based RMT tasks by Theorem 1 and
the lowest frequencies among the candidate cores. In the
following, we will prove that the assignment for TMR-based
RMT tasks in Algorithm 2 based on the above grouping which
can find out an optimal mapping such that the rest of cores
for NR tasks have the maximal summation of frequencies.

Assume there is an optimal task mapping between TMR-
based RMT tasks and core groups as Fig. 5(a), and the
mapping Fig. 5(b) is the result of Algorithm 2, in which the
core groups are sorted by their lowest frequency core, i.e.,
g1 > g2 > g3 > g4. Then there are two cases:

τ1

τ2

τ3

g1

g2

g3

g4

m2 '

Core GroupsTasks

m3 '

m1 '

(a)

τ1##
τ2#
τ3#

g1#
g2#
g3#
g4#

m1#

m2#

m3#

#Core#Groups#Tasks#

(b)

Fig. 5: Example of task mappings for RMT tasks and core
groups in the proof of Theorem 2, in which (a) is an optimal
solution and (b) is delivered by Algorithm 2.

• Case 1: There are two consecutive mappings in a dif-
ferent order in Fig.5(a) than they are in Fig. 5(b): For
such a case, we swap the order for these two consecutive
mappings, i.e., m′2 and m′3, and they become m2 and
m3. After the swapping procedure, the total frequency of
remaining cores will be the same, as the assigned cores
for TMR-based RMT tasks are not changed..

• Case 2: There is an element of Fig. 5(a) not in Fig. 5(b)
and an element of Fig. 5(b) not in Fig. 5(a): We swap
g1 and g2 for the element of mapping m′1, and now m′1
becomes m1. As the rest of the cores are changed from
group g1 to g2, we know that the total frequency of rest
of the cores is not less than before i.e, g2 < g1.

As a result, the swapping procedure shows that the delivered
mapping is no worse than before. The differences between
Fig. 5(a) and Fig. 5(b) are eliminated without worsening the
total frequency of the solution. We know that the delivered
mapping is as good as any optimal solution in which the rest
of cores have the maximal total frequency. As the optimality
of Hungarian Algorithm has been proved in [46], the delivered
task mapping must be optimal with the minimal overall
reliability penalty. As a consequence, we reach the conclusion
that the delivered task mapping by Algorithm 2 is optimal.

IV. EXECUTION MODES ADAPTATION

Until now, the assumption was that the execution modes of
tasks ~λ are given. In this section, we present an iterative mode
adaptation which determines the execution modes of tasks with
the proposed mapping approaches in Section III-B.

To minimize the overall reliability penalty, it is beneficial
to execute as many tasks as possible in TMR-based RMT
mode. However, which tasks should execute in TMR-based
RMT mode is not that trivial to determine. Some tasks may
suffer from their higher vulnerability, whereas some of tasks
may suffer from their tighter deadline miss rate.

Intuitively, activating the TMR-based RMT mode for the
task with the highest reliability penalty is a reasonable way to
decrease the overall reliability penalty as the greedy approach
in [39]. However, the task with the ”highest reliability penalty”
is only relative to a specific core frequency, e.g., on the highest
frequency core. If we greedily execute this task in the TMR-
based RMT mode, all the possible task mappings for the rest
of tasks may even lead to an inferior overall system reliability.
In addition, we are not able to know how a task is vulnerable

7
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Algorithm 3 Modes Adaptation and Task Mapping
Input: set of tasks Γ; set of cores C; best versions table ψ;
Output: Mapping M with the set of selected versions;

1: //Mapping the first case
2: Vector~λ ← assign all execution modes of tasks as NR;
3: M← apply Algorithm 1 with Γ and C to find out the mapping;
4: if φΓ is ∞ then
5: return FAIL;
6: end if
7: find out task τh with the highest penalty in mapping M;
8: for each τh, τh ∈ ΓNR do
9: λh ← assign the execution mode of task τh as TMR;

10: M← apply Algorithm 2 to find out the task mapping;
11: if φΓ is ∞ then
12: restore λh to NR
13: end if
14: check the next τh in mapping M;
15: end for

under the core grouping, as the core grouping for TMR-
based RMT execution is still unknown at this moment. Since
checking all the combinations of execution modes may not be
possible, here we propose an iterative approach exploiting our
task mapping approaches as the subroutine to guarantee the
feasibility and efficiency of execution modes.

Algorithm 3 presents the pseudo-code of mode adaptation.
It first adopts Algorithm 1 to find out the mapping between
the tasks and cores for the initial case that none of the tasks
require TMR-based RMT execution, which helps us find out
a reasonable reference to upgrade the execution modes (lines
2-3). Then, the following procedure is repeated until there is
no more improvement. At first, we consider the task with the
maximal reliability penalty in the current mapping solution
(line 7). The objective is to upgrade one more task from NR
to TMR-based RMT with the current solution for the reliability
improvement. For this task, we greedily upgrade its mode by
picking up two unused cores that can satisfy the miss rate
constraint of the task. If the upgrade is feasible, we can adopt
Algorithm 2 to find out the next mapping M (lines 9-10);
otherwise, we rollback the infeasible upgrade (line 12). Then,
we continue the procedure finding the next high penalty task
for upgrading from NR to TMR (line 14). When there is no
more improvement and all the tasks are considered, we can
terminate the iterative procedure.

Algorithm 3 may deliver a feasible mapping M and mini-
mize the system reliability penalty φΓ with as many as possible
RMT tasks. The time complexity is only scaled by the number
of tasks N , which is still applicable to be used online.

V. COMMUNICATION AND DEPENDENCY

In this section, we present how to deal with the communica-
tion and dependency among the tasks when we considering the
task mapping problem on a many-core processor. We consider
the communication fabric with the most popular deterministic
routing algorithm, i.e., XY routing (proven to be deadlock-
free) [47], on the most common topology, i.e., 2-Dimension
(2D) mesh. Since the many-core processor only has a single
thread per core, to parallelize the execution of dependent
tasks and utilize all the redundant cores concurrently, one
way is to adopt the well-known technique, i.e., software
pipelining, to dispatch the dependencies into different pipeline
stages, where the dependent inputs of tasks can be transformed

P2#

P1#

(0,2)# (1,2)# (2,2)#

(0,1)# (1,1)# (2,1)#

(0,0)# (1,0)# (2,0)#

P2#

P1#

(0,2)# (1,2)# (2,2)#

(0,1)# (1,1)# (2,1)#

(0,0)# (1,0)# (2,0)#

(a)

c9#

c6#

c2# c3#

(0,2)# (1,2)# (2,2)#

(0,1)# (1,1)# (2,1)#

(0,0)# (1,0)# (2,0)#

c6#

c2# c3#

(0,2)# (1,2)# (2,2)#

(0,1)# (1,1)# (2,1)#

(0,0)# (1,0)# (2,0)#

RMT#

RMT#

(b)

Fig. 6: The communication on 2D mesh topology with XY
routing. In (a), pipelines P1 and P2 have the communication.
In (b), RMT adopts {c2, c6, c9} and {c2, c3, c6}, respectively.

ck#

cj#

ci#

4# 3# 4#

3# 2# 3#

4# 3# 4#

Fig. 7: Example of the maximal distance/hops estimation in
a 3x3 mesh. The maximal distance will be 4 if the task is
assigned to ci. It can be bounded by 2, if it assigned to cj .

by the predecessors before the execution of next pipeline
stage. With the software pipelining, we can consider the task
mapping with the data dependencies on all the redundant cores
concurrently. We assume that the communication overhead is
significantly less than the computation overhead, so that the
system reliability may not be dramatically changed.

For the given task graph G, we prepare πi to denote
whether task τi has a predecessor: πi is equal to 1 if task
τi has a predecessor; otherwise, πi is 0. Although all the
dependent tasks can execute at the same time with software
pipeline, the communication of dependent pipelines has to be
considered with the allocation of assigned cores. As shown
in Fig. 6(a), the different allocation of assigned cores, may
lead to a different communication distance. In addition, the
TMR-based RMT also has internal communication among
the redundant threads for the majority-voting mechanism. As
shown in Fig. 6(b), the allocation of cores dedicated for TMR-
based RMT execution has to be considered for avoiding any
unnecessary performance penalty.

In general, the communication overhead can be estimated
by considering the data size, the required cycles per hop, and
the distance of communication. However, the realistic distance
of communications can only be calculated after the allocation
of the tasks and cores is done. To mitigate the uncertainty, we
propose to estimate the overhead with the maximal distance
on the 2D mesh to cover the worst execution scenario. As
shown in Fig. 7, if a task is assigned to core ci in a 3×3 mesh
topology, the maximal distance will be 4 hops as ci to ck. If
it is assigned to the pipeline on core cj , the maximal distance

8
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will be 2 hops as cj to ck. Therefore, by applying XY routing,
the maximal distance of communication on core cm, denoted
by qm can be calculated statically.

For the communication of dependent pipelines, the execu-
tion time overhead can be estimated by the input data size
of task and the maximal distance qm of assigned core cm of
pipeline as the following:

∆in(τi, cm) = qm × inputData size(τi) (5)

Similarly, since the majority-voting mechanism has to wait
for all the output data of the redundant threads, the internal
communication in RMT can be estimated by the output data
size of task and the maximal distance qm of assigned core cm
as the following:

∆out(τi, cm) = qm × outputData size(τi) (6)

Assume the data transfer spends µ cycles per hop. Since
the communications prolong the execution time of tasks, the
interval between the release and deadline is reduced by all the
possible communications as the following:

D′i = Di − µ · (λi ·∆out(τi, cm) + πi ·∆in(τi, cm)) (7)

As a consequence, the deadline miss rate of task as Eq.(1) with
the pipeline on core cm should be reformulated as Eq.(8):

Pdm(τi,k, cm) = 1− Ci,k,m(D′i) (8)

With the reformulated deadline miss rate Eq.(8), we can
incorporate the communication overhead into our proposed
approaches. Please note that the applicability is not limited
to XY routing. The approximation can be easily extended for
the other deterministic routing algorithms by changing Eq.(5)
and (6) accordingly.

If none of the tasks require RMT execution, Algorithm 1
is still optimal to the task mapping with the data dependency
due to the optimality of Theorem 1 and Hungarian Algorithm
for the worst case. However, if the compatibility of cores is
arbitrary to each task, Theorem 1 can not hold any more, in
which the feasibility and frequencies do not have the absolute
relation. Even if a core has the highest frequency among the
others, it may not be suitable for the task which has significant
communication overhead. As the cores’ positions also affect
the feasibility of mappings, it is not good enough to determine
the assignment sequence only by the frequencies of cores.

Algorithm 4 takes the above issues into consideration and
solves the task mapping problem with the communication
and data dependencies. At first, we have to reformulate the
deadline miss rate of task versions in the best versions table
ψ with Eq.(8) (line 2), which can be done in the preprocessing.
To present the impact of communication, we denote the
number of available cores for task τi as ai, which can be
obtained by calculating the number of feasible entries in the
reformulated best version table ψ (line 3). Then, we sort the
tasks with the corresponding ai by a non-increasing order.
(line 4). The assignment starts from the task with the minimal
number of available cores and assign three lower frequency
cores among the available cores (lines 5-12). If the task cannot
be satisfied by the remaining available cores, it is clear that

Algorithm 4 Task Mapping with Data Dependency
Input: set of tasks Γ; set of cores C; best versions table ψ;
Output: Mapping M with the set of selected versions;

1: ListL ← ΓTMR, Listc ← C;
2: reformulate best versions table ψ with Eq.(8);
3: calculate the number of available cores ai for ΓTMR;
4: sort and re-index ListL by ai;
5: for each τi ∈ ListL, i = 1, 2, . . . , k do
6: //τk has the minimal number of available cores
7: assign three lower frequency cores to τi in Listc;
8: remove the assigned cores from Listc;
9: if τi is not able to activate RMT then

10: return FAIL;
11: end if
12: end for
13: //Assigning NR tasks
14: G ← build Bipartite Graph with ΓNR, Listc, and ψ;
15: M← find the mapping by HungarianAlgorithm(G);
16: if φΓ is ∞ then
17: return FAIL;

18: end if

there is no further feasible solution (lines 9-11). By checking
all the RMT tasks, all the assigned cores and TMR tasks are
excluded as the procedure in Section III-B. As the rest of
tasks are only NR tasks in Γ, we follow the same procedure
as Algorithm 2 to build up the bipartite graph and find out a
perfect matching M by Hungarian Algorithm with the minimal
φΓ (lines 14-18). Please note that, in case of dependent tasks
where the predecessor output has soft errors, we assume that
the errors can be recovered by task re-execution before it is
served to its dependent task, which is similar to dTune [39].

Consequently, we can find out a reasonable task mapping M
by using Algorithm 4 and the reformulated versions table ψ.
The time complexity is the same as Algorithm 2, i.e., O(N3).

VI. RESULTS AND DISCUSSION

A. Experimental Setup

To evaluate the performance of our schemes, we use the
same setting as dTune [39]. The overview of the experimental
setup is shown in Fig. 8 and briefly explained in the following.
More details can be found in [7, 48, 49].

We deploy 7 functions mixed with a complex video encoder
“H.264” from an embedded benchmark MiBench [50]: (1)
SAD, (2) ADPCM, (3) CRC, (4) SusanS, (5) SHA, (6) SATD,
and (7) DCT, where the data dependencies are as follows:
• DCT → SAD → SATD
• ADPCM → CRC
• SUSAN → SHA
Each application function is compiled with a reliability-

driven compiler, which is based on the GCC framework.
Different reliable function versions are generated by apply-
ing different reliability-driven transformations [7, 51] and a
reliability-driven instruction scheduling algorithm [45]. These
reliable function versions provide trade-off points for relia-
bility vs. performance. Fig. 9(a) shows an example in our
setup that different function versions under the same frequency
core have different performance. A subset of Pareto-optimal
versions is selected and used by the run-time system. For each
compiled version, we estimate the performance and the values
of reliability penalties under two different fault rates, i.e.,
η = 10−6 and 10−7 (in the unit of #fault/cycles) to realize

9
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Our In-house Reliability-Aware Many-Core Simulator

Configurable Fault 
Generation and Injection

Manycore ISS 
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Fig. 8: Experimental setup with reliability-driven compiler,
system software, and processor simulator.

high fault scenarios as adopted by the related works [52, 53].
The reliability penalty for each function/task is estimated using
the approach of [7, 49].

Overall, our framework employs a reliability-aware many-
core simulator with integrated configurable fault generation
and injection modules. Each core implements the SPARC-v8
ISA (used in LEON2 and LEON3 cores), which is generated
using the ArchC architecture description language and related
tools [54]. We extended the simulator with in-house developed
configurable fault generation and injection modules, and error
analysis/logging functionalities. These are required to perform
an in-depth reliability/vulnerability analysis. For accurate reli-
ability estimation, we synthesized the LEON3 cores using the
Synopsys Design Compiler for a TSMC 45 nm technology
library to obtain area, frequency, and logical masking prob-
abilities. We performed gate-level error masking/propagation
analysis on the netlists to obtain logical masking probabilities
of different processor components. These probabilities are then
used to obtain the instruction vulnerabilities that are later used
to estimate task reliability penalties; see detailed procedure
in [7, 49]. For fault scenario generation, different parameters
(like number of bit flips per fault, fault rate using the neutron
flux calculator [55] and coordinates of a given location,
fault distribution, etc.) are used. Faults in different processor
components are randomly injected (as also done in [3, 56])
during the execution of a given function version. Their effects
on the application output are monitored using an error logger.
Errors are categorized based on the severity from the user’s
perspective (e.g., application failure, incorrect output, correct
output). The results of the fault injection experiments are used:
(1) to estimate the software-level vulnerability and masking
properties of the applications; and (2) to analyze the reasons
for application failures, e.g., accessing prohibited memory
regions and non-decodable instructions.

We evaluate our mapping approach as Algorithm 2, the
mode adaptation approach as Algorithm 3, and Algorithm 4
with the generated reliability penalty value, different execution
modes, and cores performance heterogeneity. For evaluation,
we generate 128 different execution modes for the above 7
functions, i.e., 27, to test our approaches and the greedy map-
ping approaches used in dTune. Depending upon the perfor-
mance heterogeneity, the infeasible scenarios in the evaluation
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Fig. 9: Examples of the experimental setup: (a) Performance
of different on the same frequency core; (b) Core-to-core
frequency variation in normal distrbution for 8× 8 cores.

are excluded. To simulate the performance heterogeneity of
cores, the evaluation is performed by three different scenarios
with variations ω on 8×8 cores as follows:
• Grouping Frequency Levels: such scenarios are for

evaluating architectures with heterogeneous performance,
e.g., ARM big.LITTLE architecture [26]. We evaluate
four different frequency levels in a multi-core processor.
We assume the performance variation is ω, where the
cores are with frequencies f1, (1−ω)f1, (1−2ω)f1, and
(1− 3ω)f1.

• Uniform distribution: Based on the variation model of
[42], we uniformly generate the frequencies of cores from
the highest one f1 to the lowest one fM to consider
process variations.

• Normal distribution: The various frequencies of cores
are normally distributed/generated [57] in the range of
(0, 1] ·f1 with the mean 1−ω and standard deviation σ =
0.05 to consider process variations. As it is possible that
the normal distribution has a random variable greater than
1 or less than 0, we take such cases to the corresponding
boundary conditions.

Considering real-word scenarios on performance variations,
we only evaluate our proposed approaches while ω is up to
30% [24]. Fig. 9(b) shows the example variation scenarios
under normal distribution. For simplicity of presentation, we
set all the individual miss rate ∀ρi ∈ ρΓ with the same rate ρ.

For each configuration of core frequencies, we generate 500
different processors with different variations, and report the
average results. As we are not aware of any other state-of-
the-art related works, we normalize our results to the greedy
mapping and compare the efficiency with the same set of task
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versions and core configurations for fairness, in which the
normalized ratio is calculated as φγ of the resulting solution
divided by φγ of the greedy mapping. By definition, the lower
normalized penalty ratio is better.

B. Simulation Results for Task Mapping

In these simulations, we evaluate our mapping approach
with all the possible execution modes. Each bar in the pre-
sented figures is obtained by averaging the reliability results
through these 128 different execution modes. Since the greedy
mapping cannot guarantee the feasibility of the task mapping,
it may be possible that the greedy mapping is not a feasible
one to meet the miss rate constraint.

Simulation without Data Dependency: Fig. 1 in the
supplementary material shows the evaluation results under two
different fault rates, i.e., 10−6 and 10−7. Overall, we can
observe that our approach outperforms the greedy mapping
approach, and the average improvement is around 20% among
all the cases. In particular, the improvement can be up to 80%
(0.2 in the bar plot) when the fault rate is 10−7 under Grouping
Frequency Levels. In such scenarios, the reliability penalties
may play a minor role, whereas the greater penalties of timing
constraint violations dominate the value of the penalty func-
tion. Moreover, when the variations of performance among
the cores are higher, our approach is typically more effective
than the greedy mapping approach. It is because our approach
prevents the severe degradation of reliability, in which the
cores are not grouped properly. Please note, if the design
constraints are too strict, none of the approaches can deliver a
feasible solution. Even if there exists a feasible solution, there
is no space to further improve the reliability among different
approaches.

In case the difference of frequencies between different
grouping levels is large enough, the greedy mapping approach
may suffer from the sequential assignment of cores, in which
the task with RMT mode may have severe performance
degradation due to the domination of its lowest-frequency core
in the majority-voting. In particular, the most improvement can
reach up to 80% when ω = 0.3, η = 10−7, and ρΓ = 5%.

Interestingly, we can observe that the improvement is not
significant under the scenario of uniform distribution. Among
all the possible combinations, the differences of overall reli-
ability penalty between both approaches are not significant,
since the frequencies of the cores are degraded smoothly.
Nevertheless, our task mapping approaches can still perform
well in some cases. For example, in the lower fault rate as
10−7, the improvement can be up to 31%, when the tolerable
miss rate is higher, i.e, ρΓ = 30%.

In the scenario of normal distribution, some of the results
with the severe performance variations, i.e., ω ≥ 0.16, have
no feasible solutions in the simulation. Due to the lack of
high-frequency cores, most of the execution modes cannot
be satisfied, in which most of the cores are degraded as
the middle-frequency under normal distribution. When the
tolerable miss rate is strict with the lower fault rate, i.e.,
η = 10−7 and ρ = 15%, the results in our simulations
depend upon the timeliness of task mapping, in which the

improvement is less because of the negligible differences of
feasible mappings. Among all the feasible constraints, our
proposed approach outperforms the greedy mapping approach
under both fault rates.

Fig 10 presents the comparison results under different
fault rates for a more complicated application scenario. We
construct this application by using the functions selected
from MiBench as mentioned previously, and duplicate the
functions to increase the demand for cores. Based on 14
functions in the complicated application, we examine 16384
different execution modes, i.e., 214, and present the overall
reliability penalty ratio in average. As a result, we know that
our approach is still applicable and outperforms the greedy
approach in case the application is more complicated.

Simulation with Communication Overhead: By apply-
ing the communication model presented in Section V, we
reformulate the deadline miss rate of tasks in the preprocessing
and adopt Algorithm 4, to obtain the simulation results in
Fig.11. At first, we can observe that the trends of results
are similar as the previous case (without data dependency).
Since the overhead of communication increases the hardness
of meeting deadline, the feasible versions of tasks are reduced
greatly, in which most of the tasks have a few choices to utilize
the different frequencies of cores. However, the reliability
improvement among all the different mappings is generally
more than the case without dependency consideration.

Time Consumption: To compare the timing overhead,
here we report the average execution time for the experiments
reported in Fig. 1 of supplementary material page and Fig. 10.
As shown in Fig. 12, we can see that if the input number
is as small as 7 tasks, our method can still be efficient.
However, when the input number is increased to 21 tasks, the
overhead difference is more obvious. As the greedy mapping
sorts the tasks by the reliability penalties, the execution time is
mainly dominated by the sorting algorithm. However, the time
complexity of our approach is O(N3). When there are many
tasks, some approximations are required to trade the execution
time for the efficiency.

C. Simulation Results for Modes Adaptation

This subsection presents the results when the execution
modes of tasks are not determined beforehand. To evaluate the
effectiveness, we adopt Algorithm 3 to deliver the execution
modes with different maximal numbers of RMT tasks, in
which the maximal number of RMT tasks is determined by
the number of available cores. Here we present the evaluation
under different fault rates 10−6 and 10−7 with variation
ω = 0.14. As we are not aware of any other approaches of ex-
ecution modes adaptation, we show the normalized reliability
penalty ratios with our mapping approach.

As shown in Fig. 13, we can see that the trends in the charts
with the delivered execution modes still follow our observation
in Section VI-B. If the frequency variation among the cores
is not negligible as in the case of grouping frequency levels,
the proposed mapping approach perform well most of time.
If the frequencies of cores are degraded smoothly as the case
of uniform distribution, the improvement of overall reliability

11
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Fig. 10: Overall reliability penalty ratio for the complicated application under two different fault rates 10−6 and 10−7.
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Fig. 11: Evaluation of the reliability penalty ratio with the communication overhead under different fault rates.

Fig. 12: Overhead between our approach and greedy mapping.

penalty is not significant. In the case of normal distribution, the
improvement is still significant with the delivered execution
modes when the tolerable miss rate is tighter, i.e., ρ = 5%.

We also compare the resulting execution modes with the
optimal execution modes for 7 tasks, which is obtained by
a brute-force search with factorial timing complexity. We
observe that the task mapping and execution modes delivered

by our proposed approaches are equivalent tp the optimal task
mapping under the optimal execution modes.

VII. CONCLUSIONS

In this paper, we have introduced reliability-driven mapping
techniques to allocate the tasks onto a many-core processor
by taking application vulnerability and performance hetero-
geneity into consideration. We show that a special case of
the studied problem with homogeneous execution modes is
equivalent to the minimum weight perfect bipartite matching
problem, and an approach is developed to optimally handle
heterogeneous execution modes. To consider communication
and data dependencies, we provide a viable way to estimate
the transfer overhead with a deterministic routing algorithm
and show how it enhances our proposed mapping approaches.
From the evaluation we conclude that our proposed approaches
may improve greedy method drastically up to 80% when
the frequency variation among the cores is not negligible.
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Fig. 13: Evaluation of the resulting execution modes with variation ω = 0.14 under different fault rates.

For different scenarios of chip frequency variation maps, the
improvement on average may achieve 20%.

As the time complexity of proposed approaches are polyno-
mial time based, all can be triggered either in on-line recon-
figuration for aging-induced effects or process variations, or
off-line configuration for heterogeneous architectures to pursue
the dependable application design. For the implementation, the
interactions between the compiler and the operating system are
required. The reliable compilation help us exploit the resilience
of tasks with varying execution time and vulnerabilities The
proposed approaches needs to be implemented in the scheduler
to determine the task mapping and the executing modes.
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